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ABSTRACT 

Wildfires are extremely dangerous and destructive. In order to protect populations and infrastructure, 
government officials and firefighters must best decide how to expend their limited resources. Wildfire 

simulation aids these decision makers by predicting the spread of fire. One method to simulate wildfires is 
using Cellular Automata. In this paper we present a hybrid model combining a cellular wildfire spread 
model using asymmetric Cell-DEVS models, the Behave library for calculating the rate spread of the fire 
(based on difference equations), and a Geographical Information System. The GIS information from 
publicly available maps, and the combination of techniques can improve the accuracy of the wildfire spread 
predictions, and allows multiple scenarios to be simulated in timely manner.    

1 INTRODUCTION 

Accurate forecasts of the spread of wildfires help decision makers deploy firefighting resources and plan 
the safe evacuation of at-risk areas. The modelling and simulation (M&S) of wildfires is extremely 
complex; there are many factors which affect the rate of spread including type and volume of alive and 
dead vegetation, moisture content, weather factors such as humidity, wind, precipitation, and terrain factors 
such as elevation change. Forest fire spread models, such as the US Forestry Management Behave model, 

have been in use for over fifty years, and are constantly improving due to updated models, particularly 
vegetation burn rate models known as fuel models. Wildfire spread models can only be as accurate as the 
data that is input, which can be challenging to gather and incorporate into a model, especially over large 
areas of varying terrain and vegetation. In order to quickly and accurately model active fires, or areas at 
risk of fire, a technique must be developed to fuse multiple sources of information into a simulation to 
calculate the fire’s spread.     

 Cellular Automata (CA) have been widely used for modelling of physical systems; their components, 

known as cells, are usually arranged in a grid pattern and connected to each other in a defined way. Each 

cell is a representation of a part of the physical phenomena, and this is calculated using the influence of the 

states and actions of the cells surrounding it, known as its neighborhood. Based on this information, each 

cell calculates a change to its own state based on inputs from the neighborhood using a discrete time update. 

The Cell-Discrete Event System Specification (Cell-DEVS) formalism is a hybrid modeling technique that 

combines CA with discrete-event modeling, and is well suited to simulate complex problems. Cell-DEVS 

uses an asynchronous update method, as it is based on the DEVS formalism, as well as a discretization of 

the space using discrete components (Wainer 2009). Also, using the Cell-DEVS models, we can make use 

of a sound methodology for describing complex timing behavior without knowing the simulation 

mechanism of the delays. This enables the definition of complex cellular models, reducing development 

time related to the programming of timing control. When modelling natural phenomena, it is often not ideal 

to have a square grid of uniform cells, for this reason Cell-DEVS has been recently extended to allow more 

complex tessellations, including complex irregular grid shapes and non-uniform cells (Cardenas and Wainer 

2022). Such models, called Asymmetric Cell-DEVS, are implemented in the Cadmium simulator (Belloli 

et al. 2019), a C++ library, which can efficiently configure scenarios using inputs from JavaScript Object 

Notation (JSON). 
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In this research, we extended the use of M&S of the spread of fire combining multiple techniques: 
discrete-event modeling, asymmetric tessellations, an open-source library called BehavePlus, which 
provides an implementation of fire spread using differential equations, terrain and vegetation inputs from 

publicly available maps published by Natural Resources Canada, open source mapping software, and 
Python libraries. A Geographical Information System is added to extract information from the maps, and 
to select a simulation region and build individual cells for each area of landmass, including elevation and 
vegetation types. The information is input into a Cell-DEVS model simulated using the C++ Cadmium 
library, which is combined with BehavePlus calculations to determine the amount of time the fire will take 
to reach the neighboring cell. The results can be viewed in a user-friendly user interface. The combination 

of these techniques can improve the accuracy of the wildfire spread predictions, and allows multiple 
scenarios to be simulated in timely manner.   

This paper is divided into 4 sections, the first being this introduction. Section 2 introduces Discrete 
Event Simulation Specification (DEVS) using Cellular Automata and applications for modelling fire spread 
as well as the fire spread model BehavePlus. Section 3 defines the forest fire model and describes the 
application. Section 4 is conclusion and references.    

2 BACKGROUND 

Wildfires are extremely complex and cannot be solved analytically due to the large number of variables 

and unknowns. Within the fire itself there are phenomena such as radiation, convection and diffusion; 

environmental factors such as wind, humidity and precipitation; and terrain factors such as slope, vegetation 

burn rate and vegetation volume. Due to the large number of factors, modelling the fire with theoretical 

mathematic models relying on heat transfer and energy conservation has proven difficult. Researchers have 

found success in creating mathematical models based on live fire experiments, such as (Balbi et al. 1999). 

Burn times and maximum temperature of the fire can also be important factors, especially in the long term 

under various wind speeds, methods such as (Albini and Reinhardt 1995) and (Mandel et al. 2011). A 

comprehensive review of the different spread models can be found in (Ning et al. 2024).   
 There are many models that have gained prominence around the world. In Canada, the Fire Behaviour 

Prediction System (Forestry Canada Fire Danger Group, 1992) was developed using observations from 
over 400 fires to represent fires using non-linear equations. It has modelled sixteen different fuel types, 
slope and wind, and a fire weather component that considers moisture, latitude and other effects called the 
Canadian Fire Weather Index (FWI). The latest implementation is a Government sponsored project called 
PROMETHEUS (Yossemi et al. 2006). In Australia, the work of (McArthur 1962) for the Forest Fire 
Danger Meter forms the foundation for many models. The models are based on a statistical analysis of 

prescribed burns in grassland and eucalyptus. While the fuel models are endemic to Australia, comparisons 
are still made to these models, and they are still important for Australian fire spread models (Cruz et al. 
2015). The PROPOGATOR model was developed by the Italian Government, but its models have been 
expanded for much of Europe. It is a probabilistic spread model using high quality mapping of the terrain 
which utilizes a mix of many of the same factors as the other models discussed; slope, wind, fuel 
composition and moisture. It has been expanded to account for firefighting activities (Trucchia et al. 2020)  

 One of the most popular models of fire spread based on empirical results is (Rothermel 1972). The 
Rothermel model is a quasi-empirical model based on data from wind tunnel experiments with ignition of 
artificial fuel beds. The basic spread model uses conservation of energy equations for fires in the surface 
fuel, relying on fuel moisture and terrain data (Andrews 2018). This model is the base for all operational 
fire models in United States (Scott 2021). The United States Department of Agriculture’s Forest Service 
operates multiple models such as BehavePlus, NEXUS, FARSITE and Nomographs, each offering different 

levels of complexity (Scott 2021). Nomographs are for field calculations when a computer is not available, 
quick calculations can be made to predict the range of spread rates using lookup tables for inputs of wind, 
slope, fuels and canopy height. BehavePlus predicts fire behavior at a point and produces detailed charts of 
fire shape, NEXUS specializes in the interaction between surface and canopy fires, and the more complex 
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FARSITE models, including the popular FlamMap application, use detailed landscape and vegetation data 
to calculate the path of spread for the wildfire (Andrews 2007). 
 In this work we used BehavePlus, which offers a mechanism for integration with the existing tools and 

is publicly available. BehavePlus has modules to calculate surface spread, crown spread, spotting distance, 
containment lines, ignition probability and fire damage estimates such as scorch area and tree mortality. 
BehavePlus’ Surface module (Heinsch and Andrews 2003) is an amalgamation of eighteen different 
models, with modifications to the original Rothermel model to improve factors such as wind speed, wind 
affect at various heights, flame and fire line intensity, spread direction, slope corrections, multiple different 
types of fuel burn rates and behavior, and how to make calculations for combined fuel types. A history of 

these improvements is described in (Andrews 2018), including a detailed breakdown of the formulas used 
in the most recent version and detailed descriptions of their inputs. Improvements to the fuel models have 
improved the accuracy of the calculations due to increased accuracy of the individual components of the 
formula, research in this area continues today. 
  In addition to their operational use by government agencies, the BehavePlus modules are used by 
researchers to investigate past fires (Drury 2019), confirm accuracy of and develop new fuel models - both 

for vegetation types around the world (Grabner et al. 1997, McGranahan et al. 2012, Little et al. 2024) and 
for forest moisture, fuel height and litter depth (Glitzenstein et al. 2025, Fernandes 2009), and as the 
calculation engine for fire spreading simulations (Ntaimo et al. 2004, Sousa et al. 2011). 

A different approach to solving the problem of wildfire spreading is the use of Cellular Automata (CA) 
(Wolfram 1994), a popular strategy used in modelling of forest fires (Xu 1994, Yassemi et al. 2008). CA 
allow a simplified way to calculate the fire spread, especially under uniform slope and terrain conditions. 

CA became popular for computational efficiency, taking advantage of the tradeoff between the size of the 
cell and the number of calculations required; if the cells are not close enough together the fire will spread 
with distortion (Ghisu et al. 2015). It is easiest to implement CA models in a uniform square grid as it 
greatly reduces the model complexity. More recent CA models are able to overcome issues with the uniform 
cell pattern, adding variability in cell state, and irregular sized simulation areas (Trucchia et al. 2020, Freire 
and DaCamara 2019).  

 In an ordinary CA model, each cell is updated at each time step. This is computationally inefficient, 
especially if there is no possible way for a cell to change state at the next time step. CA simulations can be 
improved using a discrete-event approach such as the Discrete Event System Specification (DEVS) 
formalism, with every cell represented by its own model. There have been many implementations of forest 
fire models with DEVS, the majority combining DEVS and cell spaces. Early DEVS implementations such 
as (Ntaimo et al. 2005, Dhal 2015) used the fire spread rate as an update rule, while others such as (Xue et 

al. 2012, Muzy et al. 2005) use a temperature calculation, such as heat flux, and burn time. One drawback 
of these implementations is computational complexity. Further simplifications have been implemented to 
speed up DEVS simulations such as splitting temperature ranges using Quantized DEVS models to reduce 
calculations (Al-Habashna et al. 2019) or split partitioning the simulating tasks to improve simulation time 
(Guo and Hu 2010). Cell-DEVS uses an asynchronous update to reduce calculation, and has been 
successfully implemented in (Muzy et al. 2005, Macleod et al. 2006, Al-Habashna et al. 2019). In particular, 

various implementations of forest fires have been built using the Cell-DEVS formalism. In order to improve 
computation time, the inactive cells in the Cell-DEVS models are forced into a quiescent state (Cardenas 
and Wainer 2022), and the cells are updated asynchronously, using the DEVS abstract simulation algorithm. 
This can reduce computation time, especially in a fire spread model where the primary concern is the 
leading edge of the fire.  
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Figure 1: Schematic of a cell in the asymmetric Cell-DEVS formalism. 

 

 Cell-DEVS is an extension of DEVS that combines CA and DEVS (Wainer 2009). The Cell-DEVS 
atomic model defines the behavior using a local computing function to update the cell’s state, and the delay 
function. Coupled Cell-DEVS models form the cell space lattice, including external input and output 
coupling with other models, the number of cells in each dimension, the neighborhood shape and a set of 
border cells, which can have different behavior than the interior cells or can be configured with wrap-around 
boundaries.  

 Most cellular modelling methodologies use a regular tessellation (normally, square cells). However, for 
the spread of natural phenomena, this is not as effective as the cell spaces can be better modelled using a 
more generic tessellation. For instance, in wildfire modeling, a square-grid neighborhood may be used, 
however the diagonal cell is at a distance of ~1.4 times the distance as the cells directly above and below 
and may lead to uneven spread modeling. Instead, a hexagonal (or polygonal) grid can provide better results. 
Therefore, we used asymmetric Cell-DEVS, where the neighboring cells are not necessarily the immediate 

nearby cells, and not all the neighbor cells affect the cell behavior in the same way. In our model, each cell 
uses different elevation level and fuel type (i.e., fire does not spread over water or barren land). 
 In order to define our models, different software tools were needed. First, we used a Geographical 
Information System (GIS), a piece of software composed of data and software used to deal with spatial 
information on a computer. With a GIS application the user can view digital maps, add spatial information 
and perform spatial analysis. One popular free and open-source application is called QGIS (QGIS 

Developmental Team, 2021). QGIS allows users to create custom plug-ins to manipulate map data using 
custom scripts programmed in Python. The QGIS software can read many types of maps; this example 
implementation uses freely available elevation and landcover raster maps published by the Canadian 
Department of Natural Resources in the .tif format. 

To build the simulation models we used Cadmium, a header-only library written in C++ that allows the 
modeling and simulation of computational models based on the DEVS and Cell-DEVS formalisms. In 

Cadmium, cells are implemented in C++ and the cell space is defined using a JSON configuration file. The 
JSON file has an entry for each cell, specifying its neighbors by name, and thus the cells can be connected 
in any way the user would like. This approach allows us to study multiple setups by simply modifying the 
configuration file, thus avoiding recompilations and reducing the overall time required for exploring a 
scenario. Furthermore, modelers can integrate Cell-DEVS models with other DEVS models implemented 
with Cadmium. 

 Finally, we make use of the library BehavePlus to calculate the spread rate. In this case, fire modules 
are available as a standalone application, but have also been implemented as a C++ library (RMRS Missoula 
Fire Sciences Lab), the asymmetric Cell-DEVS model described in this paper calls on the Behave library 
to calculate fire spread times between cells. The Surface module takes the inputs of wind speed and 
direction, slope steepness, five different moisture factors, canopy height, canopy coverage percentage and 
the fuel model; areas with multiple types of fuel use a blended result. The Surface Module will calculate 

the spread of the fire in all directions along with a flame length. 
In the following  sections we discuss how these methods and tools were used to integrate forest fire 

3 DEFINING A FOREST FIRE MODEL 

The forest fire model being presented allows for rapid development of simulation scenarios for different 
simulation areas, initial fire sizes, start times and fidelity of the model. Figure 2 (Cardenas and Wainer 
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2022) depicts the process to build a model and simulate a wildfire. To build the model geographical data is 
required, a Cell-DEVS generator will use the geographical information and user selected scenario 
parameters for scenario configuration, outputting a JSON simulation file. This file contains an asymmetric 

Cell-DEVS scenario that is run on the Cadmium simulator, producing a simulation results in the form of 
log file which can then be viewed using GIS visualization software.  

 

 
Figure 2: Cell-DEVS M&S process using GIS data. 

 
The Cell-DEVS generator uses QGIS to extract GIS data from a map representing the area of interest 

and merge it into the scenario. The generator is a custom plug-in that combines QGIS’s drawing and 
visualizations tools with the flexibility of Python scripts. The plug-in takes the user selected simulation 
regions and cell size and returns a JSON file with scenario configuration. The Python library Rasterio 
creates a mask of the simulation areas and resizes the maps to those areas. It then creates a hexagonal grid 
and samples the map for the relevant GIS data, including which of the neighbor cells are in simulation 
region. The generator takes the user selected simulation regions, wind parameters and desired cell size and 

returns a JSON file with scenario configuration. The Python library Rasterio creates a mask of the two 
simulation regions and uses it to reduce the size of the map’s layers to the relevant area. Each GIS map has 
a key called a transform that translates a position on a map to a position within a known coordinate reference 
system. A new layer for the ignition region is created using the mask layer, it contains information regarding 
whether that area is on fire or not at the beginning of the scenario; the result is a binary layer in the same 
coordinate format as the elevation layer. The landcover region is then resampled to match the transform of 

the elevation layer. The generator then starts in the bottom left of the elevation layer and creates a hexagonal 
grid, it checks each point to see if there is relevant data, meaning it is in the simulation region. If it is in the 
simulation region it samples for the relevant GIS data, including which of the neighbor cells are in 
simulation region. It applies the transform to determine the coordinates of the cell and its neighbors, and 
writes all of the data into the JSON scenario configuration file.  

This capability is demonstrated in Figure 3 for two regions, the simulation region in yellow, and the 

ignition region in red. Figure 3 shows an elevation layer map (on the right) and a landcover layer map (on 
the left) uploaded to QGIS. The landcover layer shows different vegetation types and features such as rivers, 
lakes and rock. The elevation layer represents different elevations (seen as different shades). The landcover 
layer is used to determine the fuel type, and the elevation layer (obtained from Natural Resources Canada) 
is used for the cell’s elevation in order to calculate the slope between cells. We built a method to align the 
layers but only one can be viewed at a time. The plug-in gives the ability to configure the scenario by 

selecting the area, ignition region, resolution, the wind speed and direction. This data is generated for each 
cell, along with its neighborhood, and written to a scenario file, defined using JSON.   
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Figure 3: Landcover layer (left) and elevation layer (right) with yellow and red polygons representing 

the simulation area and the ignition area. 
 

 The resulting JSON representation for each cell is shown in Figure 4. Cell names are represented as the 
location on the map in meters referenced to a fixed point defined in the map’s parameters. The other cells 

in the neighborhood are listed, along with their distance away, so that simulator knows which cells influence 
its behavior, it can be seen that the cells to the left and right of this cell are a distance of 10m away, and the 
ones offset in the rows above and below are 11.18m away. This cell has a fuel of Type 8 based on the data 
retrieved from the landcover map and indicated by fuelModelNumber, an elevation of 325.92m was 
retrieved from the elevation map, and it is not “ignited” as this point was not in the polygon selected for the 
region initially on fire at the start of the simulation.    

 
"470990_5087210": { 

            "neighborhood": { 

                "470990_5087210": 0, "470995_5087200": 11.18, 

                "470985_5087200": 11.18,  "470980_5087210": 10  }, 

            "state": { 

                "fuelModelNumber": 8, "windDirection": 180, 

                "windSpeed": 11,   "x": 470990.0, 

                "y": 5087210.0,   "elevation": 325.92, 

                "ignited": false           } 

        }, 

Figure 4:  Example of a cell output to a JSON file for use in the Cadmium simulator.  
 
 The Cadmium simulator uses this JSON scenario above to create a coupled model linking each of the 

cells to all of its neighbors, creating the necessary input and output ports between the two as well as initial 
conditions. The state of each cell includes its x and y coordinates on the map, distance calculations and for 
logging, ignited - whether the cell has caught fire or not, willIgnite – becomes true when a neighboring cell 
is on fire and it is calculated that it will spread to the current cell, ignitionTime – the time that the fire will 
reach the midpoint of the cell based on calculated spread rate, spreadDir – the direction that the fire is 
coming from, rateOfSpread – calculated rate of spread from the neighboring cell. 

The next step is the definition of the atomic Cell-DEVS models using the Cadmium tool. Figure 5 
shows a code snippet in which we can see the behavior of each cell in the cell space. 
 
class Cell : public cadmium::celldevs::AsymmCell<State, double> { 

 

 public: 

  Cell(const std::string& id, const std::shared_ptr<const   

  cadmium::celldevs::AsymmCellConfig<State, double>>& config) 

      : cadmium::celldevs::AsymmCell<State, double>(id, config) {} 

 

  State localComputation(State state, const std::unordered_map<std::string,cadmium::  

   celldevs::NeighborData<State, double>>& neighborhood) const override  { 

 

    //If cell already ignited, it has already told its neighbors and it can passivate 

    if (state.ignited)   { 
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      state.sigma = std::numeric_limits<double>::infinity(); 

      return state; 

      } 

 

    //When it reaches ignition time needs to change to ignited and tell its neighbors immediately 

    if (state.ignitionTime <= this->clock) { 

       state.ignited = true; 

       state.sigma = 0.0; 

       return state; 

      } 

 

    //if not ignited check if it will ignite, or ignite faster than previously calculated 

    for (const auto& [neighborId, neighborData]: neighborhood)  { 

  //check if the neighbor is ignited, if not go to the next neighbor 

  if (!neighborData.state->ignited) continue; 

 

  surface.doSurfaceRunInDirectionOfInterest(direction,  

   SurfaceFireSpreadDirectionMode::FromIgnitionPoint); 

 

  spreadRate = surface.getSpreadRateInDirectionOfInterest (SpeedUnits::MetersPerSecond); 

             

//If the spread rate is not high enough, ignore it 

       if (spreadRate < DBL_EPSILON || spreadRate != spreadRate) continue; 

           

       //Calculate how long it will take to spread to this cell 

       const double timeToWait = distance_btwn / spreadRate; 

 

       //If fire spreads from another cell faster, keep that ignition time 

       if(state.ignitionTime < this->clock + timeToWait)  {  

                state.sigma = std::max(state.ignitionTime - this->clock, 0.0); 

                continue; 

       } 

 

//calculate new ignition time, set the spread rate and direction 

       state.ignitionTime =  this->clock + timeToWait; 

       state.rateOfSpread = spreadRate; 

             

       //make the direction more readable for the log 

       if (direction<0)  direction = 360+direction; 

             

       state.spreadDir = (int)direction; 

             

       //set the cell to waiting to ignite mode 

       state.willIgnite = true; 

        

       //passivate until ignition time 

       state.sigma = std::max(state.ignitionTime - this->clock, 0.0); 

       } 

       

   return state; 

    } 

     

 double outputDelay(const State& state) const override { // delay function 

        return state.sigma; 

    } 

}; 

Figure 5: Cell update rules. 
 

 Under the rules of asymmetric Cell-DEVS, the cell will only update its state at the beginning of the 
simulation, when awakened by one of its neighbors, or when it is time to ignite. All cells will start with the 
delay sigma set at infinity, the quiescent state. When it comes time for the cell to update its state, it will 
first check if it has already ignited, and if so will stop and return to the quiescent state. If it has not ignited 
it will check if it is time to ignite; if it is time to ignite it will set the delay sigma to zero in order to 
immediately inform its neighbors and update its state that it is ignited. 
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 For a cell that has not reached its ignition time it will check all of its neighbors to see if they are on fire, 
a cell that has no neighbors on fire returns to the quiescent state. If there is a neighbor on fire it will calculate 
the spread rate for the fire by calling the BehavePlus library, by using the surface methods. Using the spread 

rate and distance between cells, the ignition time for the cell can be calculated. If there are more than one 
neighbor on fire the soonest ignition time is used. The cell sets the delay sigma to wake the cell up at 
ignition time. The updated state and the output delay are returned to the coupled Cell-DEVS model.     
 Before calculating the spread rate from the neighbor cell, the parameters for the BehavePlus model 
must be loaded, as shown in Figure 6. Using the location and elevation of the cell and its neighbor, the 
direction, distance and elevation change and aspect can be calculated. The wind speed and direction are 

taken from the JSON. The model runs the calculations twice, one for each fuel model, and averages them. 
the two fuel models are for the current cell and the neighbor cell. There are additional parameters that use 
realistic values, in the future these parameters can be incorporated into the Cell-DEVS generator; these 
include five moisture readings, canopy and crown cover, and canopy height.   
 

//calculate neighbour distance, direction and elevation change relative to current cell 

deltaX = state.x - neighborData.state->x; 

deltaY = state.y - neighborData.state->y; 

direction = atan2(deltaX, deltaY) * 180.0 / M_PI; 

distance_btwn = sqrt(pow(deltaX,2) + pow(deltaY,2)); 

elevation_change = state.elevation - neighborData.state->elevation; 

 // set aspect for which direction between the two center points is uphill 

if (elevation_change < 0 { 

 slope = -100*elevation_change/distance_btwn; 

    aspect = direction + 180; 

} 

else { 

 slope = 100*elevation_change/distance_btwn; 

    aspect = direction; 

    } 

//Set parameters for the BehavePlus model 

FuelModels fuelModels; 

Surface surface(fuelModels); 

surface.updateSurfaceInputsForTwoFuelModels( 

state.fuelModelNumber, // firstFuelModelNumber 

neighborData.state->fuelModelNumber, // secondFuelModelNumber 

5.0, // moistureOneHour 

6.0, // moistureTenHour 

7.0, // moistureHundredHour 

30.0, // moistureLiveHerbaceous 

30.0, // moistureLiveWoody, 

FractionUnits::Percent, // moistureUnits 

state.windSpeed, //windSpeed 

SpeedUnits::KilometersPerHour, // windSpeedUnits 

WindHeightInputMode::DirectMidflame, // windHeightInputMode 

state.windDirection,  // windDirection 

WindAndSpreadOrientationMode::RelativeToNorth, // windAndSpreadOrientationMode 

50.0, // firstFuelModelCoverage, 

FractionUnits::Percent, // firstFuelModelCoverageUnits 

TwoFuelModelsMethod::Arithmetic, // twoFuelModelMethod 

slope,   // slope 

SlopeUnits::Percent, // slopeUnits 

aspect, // aspect  

30.0, // canopyCover 

FractionUnits::Percent, // canopyCoverUnits 
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10.0, // canopyHeight, 

LengthUnits::Meters, // canopyHeightUnits, 

40.0, // crownRatio, 

FractionUnits::Percent // crownRatioUnits 

); 

Figure 6: Arguments for activating the Behave library. 
 

 The outputs time, x, y and ignited are used by the QGIS temporal controller to display the burn pattern 
using the coordinates of the cell center and the time it becomes ignited. The next four columns, willIgnite, 
simtime, ignitionTime and sigma are used to verify the correct functioning of the logic. spreadDir and 
rateOfSpread are used to determine which direction the fire spread came from and at what rate.   

 

time x y ignited willignite simtime ignitionTime sigma spreadDir rateOfSpread 

28/04 10:30 470819 5089244 1 0 0 inf 0 0 0 

28/04 10:30 470945 5089244 0 1 0 22441.4 22441.4 90 0.00561462 

28/04 10:30 470882 5089118 0 1 0 23238.8 23238.8 153 0.00606194 

28/04 10:30 470819 5089244 1 0 0 inf inf 0 0 

28/04 16:44 470945 5089244 1 1 22441.4 22441.4 0 90 0.00561462 

28/04 16:44 470882 5089118 0 1 22441.4 23238.8 797.402 153 0.00606194 

28/04 16:44 470819 5089244 1 0 22441.4 inf inf 0 0 

Figure 7: Sample logger output. 

 
   

 Visualization of the simulation results are made possible by Cadmium’s robust logging function. For 

this simulation the logger is set up so that it outputs in a format that can be read by the QGIS software. 

QGIS has a Temporal Controller function that allows the user to move time forward in discrete increments 

and display time coded GIS data. Cadmium displays the location of the cell’s midpoint and the time that it 

becomes ignited. This model was programmed to accept start time of the simulation as an input, allowing 

easy comparison of the results to real fires which occurred in the past or to make predictions for a current 

fire or potential future fires. The example below shows the initial conditions at the start of the fire, with the 

ignition polygon all ignited, it is a wide grid of approximately 2km x 4km, and a large grid spacing of 30m 

at twelve-hour intervals. The vegetation represented by light green squares has a much quicker spread rate. 
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Figure 8: Visualization of simulation output in QGIS.  

 

4 CONCLUSIONS AND FUTURE WORK 

This asymmetric Cell-DEVS model takes inputs from publicly available mapping products to determine 
the elevation and fuel type of each cell, improving the accuracy of the calculation of fire spread when 
compared to a uniform cell model. The output of the model includes the ability to easily create a time lapse 

of the burn area overlaid on a landcover map using GIS software. Additional information such as the spread 
direction and rate are available to researchers. This model can be further modified to add other data such 
vegetation height, thickness and moisture values, which are increasingly available from satellite imagery. 
This model demonstrates the suitability of the asymmetric Cell-DEVS formalism implemented in the 
Cadmium simulator for modelling wildfire spread; allowing practitioners to rapidly create and execute 
simulations of a multiple areas, under a variety of wildfire conditions in order to provide vital information 

to decision makers.   
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