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ABSTRACT
Managers of logistics networks have the complex task of continuously maintaining their network in good operating conditions under a changing environment. Thus, they need to identify promising actions to adapt and improve the logistics network. Such actions could be the relocation of stock or the adjustment of transport relations. In order to support the managers, the authors have previously proposed a decision support system (DSS) based on discrete-event simulation (DES). The DSS automatically examines possible actions and suggests the best actions found to the managers. Since a data-driven DES approach is used for this DSS, all actions can be described as changes to a database. In this paper, an approach for modeling, integrating and executing user-generated actions into the DSS is described, in order to increase its flexibility and usability. In conclusion, the authors propose to develop a domain-specific modeling language for modeling actions for DES models.

1 INTRODUCTION
Large logistics networks are complex systems that are very hard to manage. To cope with the complexity of logistics networks, several specific performance measurement systems (PMS) for logistics networks have been developed in the past (Gleich and Quitt 2011; Bruns and Hegmanns 2013; Biesen et al. 2013; Gladen 2014). PMS are typically realized with data warehouse systems (Bauer and Günzel 2013). Within a PMS, different performance measures are hierarchically accumulated to result in a key performance indicator (KPI). The purpose of PMS is to provide managers with the background information they need to improve their area of accountability.

Some PMS also provide catalogs of possible corrective actions in the logistics network for different KPI situations. These catalogs are designed to help the managers with the decisions about the consequences of KPI situations. Examples of such actions in a logistics network could be the relocation of stock from one site to another or the adjustment of transport relations within the network. To assist the managers even more and to automate the process of reacting to KPI reports, the concept of KPI monitoring systems (KPIMS) has been developed and previously presented in Dross and Rabe (2014). KPIMS perform an automated analysis of KPI reports on a regular basis. Each KPIMS constantly monitors one KPI and sends an individually composed KPI alert to a responsible manager whenever the KPI exceeds certain predefined limits. An alert consists of two parts: The performance measure that caused the KPI to deteriorate and a set of possible actions that could be performed by the addressed manager in order to improve the KPI.

While the automated surveillance of the different KPIs seems to be a sensible approach, a problem with this setup has already been identified in the past (Dross and Rabe 2014). The different KPIMS are not connected to each other, and each alert is sent to the managers of the company independently. As a
result, the actions suggested by one KPIMS could improve its own KPI while possibly worsen one or more other KPIs. Therefore, the initial setup could lead to a decline in the overall network performance instead of an improvement. In order to solve this problem, Rabe and Dross (2014; 2015; 2015; 2016; 2017b) have proposed to develop a decision support system (DSS) for logistics networks in materials trading which uses a simheuristic approach to support the managers with suggestions for sensible action combinations. A simheuristic approach combines a simulation model with a metaheuristic to solve stochastic optimization problems (Juan and Rabe 2013). It is a simulation-based optimization approach with the simulation as an evaluation function of the optimization algorithm as described by März et al. (2011). In the case of the DSS proposed by Rabe and Dross, which is briefly described in section 2, a data-driven discrete-event simulation (DES) model of a logistics network is used to predict the KPI consequences of different actions in the logistics network. A metaheuristic is then used to search for sensible action combinations within the very large search space of all possible action combinations. Effectively, the metaheuristic uses the simulation model as the evaluation function. Action sets that can improve one or more KPIs while not significantly worsening other KPIs have been described as integrated action sets (Dross and Rabe 2014). The overall purpose of the DSS is to find those integrated action sets automatically and suggest them to the managers in a suitable way.

The research presented in this paper is conducted in cooperation with an international materials trading company. The company operates a large, complex and heterogeneous logistics network with almost 500 warehouses and an inventory of around 150,000 items in permanent stock. The DES model for the research has been built with the simulation tool SimChain from SimPlan AG (Gutenschwager and Alicke 2004; SimPlan AG 2017). The software has been chosen because the authors previously had good experiences of using the software in the E-SAVE project (Rabe et al. 2013; e-SAVE 2015) and because of its beneficial design as a data-driven simulation tool. The design principle of SimChain provided the necessary flexibility for the development of the DSS, as is further outlined in section 2.

The DSS is currently under further development to increase its usability and flexibility. Therefore, a concept for extending the system with user-generated action types, a generic pattern for actions, is introduced in this paper. To ease the process of creating action types, the authors propose the development of a domain-specific modeling language (DSML) for the description of actions in logistics networks. An approach for integrating this new modeling language into the architecture of the DSS is presented. Furthermore, an initial set of requirements for the modeling language is presented.

Overall, the paper is structured as follows: Section 2 gives an overview of related work. In section 3, the authors present some extensions recently made to the DSS. These extensions can be seen as the basis for the work presented in sections 4 and 5. Section 4 illustrates the author's approach for creating new action types and describes how to integrate them into the DSS as generic patterns for all evaluated actions. Section 5 presents the requirements for a DSML that can be used to support the described approach. Section 6 closes the paper with a conclusion and an outlook.

2 RELATED WORK

This section presents the related work of this paper. First, the simulation tool SimChain is introduced in section 2.1. Section 2.2 defines the principles of DSML, as the basis for a requirement framework for the DSML proposed to be developed. Section 2.3 gives an overview of related work regarding DSS for logistics networks that influenced this work. Section 2.4 presents the DSS for logistics networks in materials trading developed by the authors.

2.1 Simulation Tool SimChain

The logistics network simulation tool SimChain (Gutenschwager and Alicke 2004; SimPlan AG 2017) has been used for the prototypical implementation of the simulation part of the DSS. SimChain offers two components: a set of generic building blocks for a logistics network simulation in Siemens Plant Simulation (Siemens PLM Software 2017) and a corresponding data model stored in a MySQL database.
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The data model comprises 50 tables that store the complete parameterization for the generic building blocks, including their placement on the map. Therefore, also the structure of the network is stored in the data model. At run time, the actual simulation model is dynamically instantiated from the data model. This principle is illustrated in figure 1.

Figure 1: Working principle of the SimChain simulation software (Rabe et al. 2017b).

For the work presented here, two design concepts of SimChain were of importance. First, the modeling of the respective logistics network is done by setting the parameters in the database. This concept offers a complete data-level interface to the simulation model. Desired changes in the simulation model can be implemented by changing entries in the database. It is, therefore, possible to write software which can automatically apply changes to the simulation model. Second, SimChain simulates not only the material flow but also the information flow within the logistics network. The logistics network system load can, therefore, be expressed regarding customer orders. The orders are processed through the system from customers to sites to suppliers, and the material flow is simulated from suppliers to sites to customers. Hence, it is possible to change the logistics system configuration, e.g., the allocation of stock-keeping units to sites, while keeping the customer orders the same as before, and, therefore, to compare the measurements for the two alternative system configurations. The simulation output data and statistics are written to specific tables in the MySQL database after each simulation run. From there, software can read the results. Further descriptions of this mechanism can also be found in Rabe and Dross (2015) and Rabe et al. (2017b).

2.2 Domain-specific Modeling Languages

A modeling language, in general, can be used to express either information, knowledge or systems in a structured way. The structure of the modeling language is defined by a consistent set of rules. The rules can be used to interpret the meaning of the components in the structure. A complete definition of a modeling language consists of the description of its syntax, including well-formedness rules, and its semantics (meaning) (Harel and Rumpe 2004). A modeling language is often used to describe a system in an abstracted way to reduce its complexity. It can be expressed in a textual or graphical way. Two main reasons for using a modeling language are to simplify the modeling process and to ease the understanding of the modeled system. A prominent example for a modeling language is the unified modeling language (UML) (Object Management Group 2015).

In general, languages can be differentiated into general-purpose languages and domain-specific languages (DSL). While UML, which is typically seen as a general-purpose modeling language, is widely used, DSMLs are emerging that allow developers and even customers for expressing solutions to well-defined problems in a concise way (Grönniger et al. 2009). Van Deursen et al. (2000) describe a DSL as a “programming language or executable specification language that offers, through appropriate notations and abstractions, expressive power focused on, and usually restricted to, a particular problem domain.” Thus, DSML enable higher abstraction levels than general-purpose modeling languages by focusing on a restricted application. Additionally, DSLs, in general, tend to a restricted set of notations and abstractions.
As a consequence, fewer low-level details need to be specified. DSLs are also called micro-languages or little languages in the literature (Bentley 1986).

Fowler and Parsons (2011) divided DSLs into three main categories: internal DSLs, external DSLs and language workbenches. Usually, an internal language has the same language as the one from the main application. It is restricted to a small subset of the language’s features using its own particular style. One famous example of an internal DSL is Lisp. However, an external domain-specific language differs from the hosted language. It is defined as a language separate from the one used for the main application. Usually, it has its own syntax and needs to be parsed into a target language. Examples for external DSLs are XML and SQL. A language workbench is described as an integrated development environment for defining and implementing DSLs. It allows the user not only for determining the language’s structure but also for writing DSL scripts which combine the editing environment with the domain-specific language.

In conclusion, a more focused abstraction of the original system can be reached by using a DSML.

2.3 Decision Support for Logistics Networks

DSS for logistics networks have been described as logistics assistance systems (LAS) by Blutner et al. (2007) and Kuhn et al. (2008). According to these authors, LAS are special systems that support logistics managers at critical decisions. LAS should quickly identify critical logistics situations and offer possibilities to objectively evaluate the consequences of possible decision alternatives. Throughout the literature, the terms LAS and DSS for logistics networks are mostly used synonymously. In the international literature, the term DSS is the more widely used term (Shim et al. 2002; Kengpol 2008). Therefore, the authors decided to consistently use the term DSS, although the system described in this paper could also be referred to as a LAS.

Regarding further previous research, Deiseroth et al. (2008) describe a simulation-based DSS for the disposition of global supply chains. Bockholt et al. (2011) describe a DSS for collaborative supply chain planning. Both approaches mainly target supply chains in the automotive sector. Liebler et al. (2013) give a detailed introduction to OTD-NET, an order-to-delivery network simulation and DSS for complex production and logistics networks. As in Deiseroth et al. (2008) and Bockholt et al. (2011), the focus lies on supply chains in the automotive sector.

2.4 Decision Support System for Logistics Networks in Materials Trading

The architecture of a DSS for logistics networks in materials trading developed by the authors is shown in figure 2. This section provides a brief description of this system. For an extended overview of the initial working principles of the DSS and the related work regarding the DSS, the reader is kindly referred to previous publications of the authors regarding the DSS (Dross and Rabe 2014; Rabe et al. 2015; Rabe and Dross 2015; Rabe and Dross 2016; Rabe et al. 2017b).

Basis systems in every large logistics company, such as the transactional systems (e.g., SAP R/3), the data warehouse (DWH), and the components of the DSS are displayed as rectangles in figure 2. As briefly described in the introduction, the company's data is regularly collected and transferred to the DWH to calculate KPIs on a regular basis. Each KPI is monitored by one KPIMS, which is essentially a program that can execute queries on the DWH. The KPIMS periodically generate KPI reports and examine those KPI reports regarding predefined criteria. Certain conditions can then trigger a KPI alert, e.g., if a KPI leaves a specific predefined corridor. The KPI alert consists of two main pieces of information, the fact triggering the alert and a list of possible actions to return the KPI to its predefined optimum. The action proposals generated by the KPIMS are routed to the DSS for further evaluation.

Since the DSS uses a simheuristic approach, it needs a simulation model of the logistics network as an evaluation function. To always have a current simulation model, the company's data is automatically extracted, enriched and transformed into the data model of a data-driven DES tool. This is done by a component called model builder. The model builder is a program that can automatically perform the generation of the data model from the raw data. The rules for the data model generation are programmed
into the model builder. As long as the structure of the raw data stays the same, it is, therefore, possible to update the data model with new data at any time. In case of the planned usage, this would be once at the end of each month.

Figure 2: Architecture of the decision support system, based on Rabe and Dross (2014, 2015, 2017a).

In the implemented prototype, the simulation unit is realized with SimChain. As described in Section 2.1, SimChain consists of a simulation model with generic building blocks and the corresponding tables for the parameterization of the building blocks in a database. The simulation output data are also written
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to special output tables in the database. From there, these simulation results data can be transferred to the shadowed DWH (SDWH). The KPI calculation logics are copied to the SDWH within the DSS for KPI evaluation purposes. This separation ensures that no simulation output data are mixed with real world data from the transactional systems in the original data warehouse.

A heuristic unit (HU) can automatically analyze possible interdependencies of the different actions suggested by the KPIMS by testing them on the DES model. The overall goal is to find the best sets of actions regarding the overall performance of the logistics network. Possible actions are executed on the data model through an execution engine which decomposes actions into changes and applies those changes to the database. This process is described in more detail in the remainder of this paper.

Once one or more actions are applied and it is necessary to evaluate the action set’s effects, the simulation model is instantiated, and a simulation experiment is conducted. The results of the simulation experiment are loaded into the SDWH to be analyzed with the KPI logic. This process can be repeated iteratively. Since an exhaustive search of the complete solution space of possible action sets is very time-consuming and unfeasible for larger simulation models, the authors experiment with different algorithms for the HU. Currently, two approaches have been implemented. The first approach is an evolutionary algorithm (EA) which models action sets as individuals. The second approach uses deep reinforcement learning (DRL) to model an agent that iteratively learns to construct promising action sets. Both approaches have advantages and disadvantages, which are discussed in detail in other papers of the authors (Rabe and Dross 2015; Rabe et al. 2017a; Rabe et al. 2017b).

Using this simheuristic framework, the HU can test different action sets before suggesting integrated action sets to the users via the reporting module. A feedback mechanism can provide the HU with all information that cannot be automatically extracted from the SDWH. This information could include actual effects of actions in the logistics network or feedback from users reporting unfeasible action combinations.

Summarizing, the authors have developed a concerted reference model for the implementation of a DSS for logistics networks and created a working prototype of the described system with SimChain and the python programming language. Currently, only small simulation models are tested, but both, the EA approach and the DRL approach produce promising results. Furthermore, a web-based implementation of the reporting module provides a client-independent access to the system from a browser.

Currently, the actions provided to the system need to be hard-coded into the execution engine to be executable by the HU. This requires too much manual work whenever new action types are introduced. Therefore, an extension is necessary which makes the system more flexible. The recently developed concept for this extension is presented in the remainder.

3 EXTENSIONS MADE TO THE ARCHITECTURE OF THE DSS

A single action, e.g., shifting the assortment of several locations to a central warehouse, can lead to hundreds of SQL statements, which may result in thousands of changes in the database. As mentioned in the introduction, the authors propose to develop a DSML to describe actions on DES models of logistics networks to abstract a large amount of changes to the DES data model. Therefore, it should be easier for the modeling person to handle the complexity of changes to the DES data model. The DSML is depicted under the simheuristic framework in figure 2. There are no connections from or to this icon since the new language should be seen as an aspect which is going through the complete system. Therefore, it is affecting multiple parts of the DSS, not just a few components. Details regarding the proposed DSML and its requirements are presented in section 5.

New action types are created in the action type designer, which is shown below the simheuristic framework in figure 2. As a concept for further extensions, any action type may be saved in the action type directory. The action type directory can be accessed from within the action type designer, e.g., for editing or concatenating existing action types. It holds all possible actions types for the HU and is, therefore, a new part of the simheuristic framework.
Besides the action type designer, further components of the DSS can access the stored action types as also displayed in figure 2. Alongside the HU, the KPIMS needs to take all possible actions for the logistics network into account. Whenever new action types are added to the system, these new options are provided to these components. As briefly mentioned above, the HU should be able to integrate the newly available action types into its search. The action types effectively display decision variables for the heuristic and, therefore, changing the available action types will affect the search space for the heuristic. How the system could handle this circumstance will be subject to further research. The authors also aim to extend the possibilities of the HU in another way. The HU should be able to learn with any simulation experiment. After each iteration of the heuristic, the HU could save information about the action type, e.g., the success of an action type regarding the overall performance of the system. Even though the system changes over time by applying actions, the information might be used as an indicator for promising actions for later runs of the heuristic.

4 APPROACH FOR CREATING AND APPLYING ACTION TYPES

In order to increase the flexibility and usability of the DSS, the authors propose an approach for describing complex adjustments in logistics networks as changes to the DES model. These changes can be derived from user-generated actions. The authors pursue a general approach by abstracting similar actions in the form of action types, a generic pattern for specific actions. To realize the approach, a method to generate, integrate and execute user-generated action types is needed. The correspondingly developed process is shown in figure 3.

Figure 3: Process of creating an action type and applying changes to the database.
A key principle of the proposed DSS is that the simulation model gets instantiated from the data model, which is based on a SQL database. Thus, actions are not implemented by changing the simulation model directly, but by applying changes to the data model. The database consists of two parts. The data structure, including structural information, e.g., tables and relations and the data, containing the information that represents the modeled logistics network.

Depending on the structure of the data model, an action type is related to specific parts of the data structure, e.g., when creating a new transportation route, a new entry in the corresponding table needs to be added. Thus, the authors propose to integrate the data models' structure into the action types.

Action types are not related directly to the underlying database, but instead they are related to a persistent and predefined reference model. A mapping model connects the reference model with the underlying database by linking their data structures. This abstraction can be interpreted as a database abstraction layer. Thus, the method for creating and applying action types can work on different data models without adapting the action types. Instead, only the link between the structure of the reference model and the structure of the underlying database needs to be adjusted. By using a database abstraction layer, a generalization and increase in flexibility of the process is achieved.

The main components of each action type are the relations to the corresponding tables in the database where possible changes are applied. An action type can be related to multiple parts of the data structure. Thus, defining an action type with its complex changes and further attributes can be very difficult, e.g., defining all necessary SQL statements to apply the corresponding changes to the data. To ease this process, an abstraction layer is needed. Therefore, the authors are proposing a DSML for describing action types in DES models. The aim of integrating such a language is to simplify the process of creating new action types and managing its complexity. A modeling language can provide an integrated and consistent way of describing new action types. The syntax for those action types and, therefore, the syntax of the actions, is described by the modeling language.

An action type can be related to one or more parts of the data structure. The modeling language is used to define the matching between the action type and corresponding tables, e.g., for an action type that adds an SKU to a site, a relation between the action type and the corresponding SKU table is modeled. To utilize all possibilities of creating and configuring new action types, a feasible user interface is needed, depicted as the action type designer in figure 3. The designer may be implemented as a text-based user interface or a graphical-based user interface. The converted data structure is provided to the action type designer. Within the editor, the user can access the constructs of the modeling language in close conjunction with the data model to create new action types.

Action types can consist of different information. First, the user can add a description to the action type containing information about the modeled changes to the underlying database. Additionally, required input values for the action type may be added to the description. Thus, an action type needs some placeholders for these values (parameters). Instantiating the action type into an action, these parameters determine which concrete changes are applied to the data. For example, when adding a transport relation (action type "add_transport_relation"), the parameter values for "start" and "destination" define the specific starting location and the destination. Depending on the number of locations in the DES model, the number of possible actions from the action type can be calculated. For example, if there would be five locations in the DES model, the action type "add_transport_relation" would result in 20 possible actions (one action for each possible route from each location to each other location).

As displayed in figure 3, the user can access the data structure from the editor. Using a modeling language, the user is supported with an integrated method to model the relations between an action type and the database. By providing a list of database tables to the user, false specifications of these relations may be reduced.

Additional domain-specific information may be added to the action types. This knowledge may be used by the HU to improve the search for integrated action sets. A list of correlations between action types may be added, e.g., when shifting an assortment to a central warehouse, adjusting the minimum
order amount or the minimum stock of corresponding SKU may be promising candidates of further changes to the system. The additional information could increase the search speed by finding good action sets in a shorter period. The user may be able to set a value for the expected impact of an action type regarding its influence on the overall performance of the logistics network. Analyzing this parameter, the HU can evaluate whether or not it is promising to start a new simulation run directly after applying this action. Adding a transport relation between two places may have a lower impact on the performance of the modeled logistics network than shifting hundreds of SKUs from several sites to a central warehouse. Thus, it might be better to wait for additional actions to be applied before running a simulation experiment to evaluate the effects of the adjustments. Simulation runs are very time-consuming compared with other processes of the DSS. Using the impact factor of action types to reduce the total amount of simulation runs may have a big influence on the performance of the DSS. Further domain-specific parameters may be constraints, restricting the execution of action types, e.g., when adding an SKU to a site a suitable supplier for the SKU must be available. Also, the SKU may require certain storage techniques, such as a lifting platform or a hall crane. The modeling language has to offer constructs to model this domain-specific information.

Besides common operations, such as conditional constructs or loops, the modeling language has to provide domain-specific modeling constructs to describe actions for logistics networks. Such constructs may be used to model the relations between an action type and the integrated data structure. Additionally, filters may be used to apply changes to one or more objects. An action type for adjusting the minimum stock of an assortment may use a filter to extract corresponding SKUs. A filter models the relation between an action type and the related objects, e.g., SKUs, sites, transport relations or suppliers. Executing such an action type results in changes to one or more related objects.

A complex action type, such as shifting an assortment to a central warehouse, may consist of several sub-action types, e.g., adding or removing transport relations, adjusting the replenishment strategy for corresponding SKUs, changing the minimum order quantity or stock quantity. In order to model hierarchical relations between action types, the modeling language must provide adequate constructs to concatenate action types. To ease this process, the editor is connected to the action type directory. When accessing the action type directory, the user will be provided with a list of existing action types and detailed information describing these action types, e.g., required parameters, the relations to the data structure or the description. To model complex action types, the user can access and combine existing action types.

Instantiating an action type with parameter values leads to an action. When instantiating complex action types, many parameters for each sub-action type might be required. To ease this process, related parameters will be forwarded to the corresponding components of the action type for parameterization. Thus, the amount of required input might be reduced, e.g., when shifting an assortment to a specific central warehouse X, additional transport relations towards site X might be needed, which can be automatically predefined.

Actions can be applied by the execution engine. An interpreter analyzes the action to identify all changes to the reference model that are represented by the action. By using the mapping model changes to the reference model can be transformed into changes to the underlying database. Subsequently, these changes are applied to manipulate the data of the underlying database.

5 REQUIREMENTS FOR THE PROPOSED DSML

To ensure the usability of the proposed approach for creating, integrating and applying possible changes in DES models, the authors propose to use a DSML. In order to provide a feasible and accessible way of modeling changes, the modeling language needs to fulfill certain requirements.

First, the DSML has to be intuitive and easy to utilize for non-technical users. Reducing the constructs to a plain set and focusing on the particular problem domain, the overall complexity of the modeling language can be reduced. These constructs may only describe domain relevant aspects of the
modeled system. Thus, the learnability can be increased. Furthermore, the maintenance and possible extension of the DSML must be ensured.

The authors propose to use an external domain-specific language for modeling action types in order to reduce the complexity of the modeling process. By choosing an external DSL, the modeling language can have its own language and syntax instead of using the language of the main application. This increases the domain-specific aspect of the modeling language and the overall flexibility of the approach. Using an external DSL requires the derived actions to be transformed into the applications language, e.g., into SQL-Statements. However, when changing the language of the underlying database, only the process of transforming actions into changes to the database needs to be adjusted, whereas the definition of the action types may stay the same. Combining this aspect with a database abstraction layer, the underlying database can be exchanged without adjusting the implementation of the modeled action types.

An additional requirement for the DSML is an integrated interface to the underlying data structure. Accessing the data structure through constructs of the modeling language may ease the matching between actions for the logistics network and changes to the database. To describe changes to DES models effectively, the modeling language should contain general constructs, such as conditional constructs and loops, as well as domain-specific constructs, e.g., filter or relevant constraints. Typically, actions in the modeled system effect one or more components of the logistics network. Thus, the modeling language may provide a mechanism to describe generic data objects representing these components. Also, the user should be able to model required input data for specifying the generic objects, e.g., when adding a specific transport relation the starting and the destination of the relation must be specified by concrete values. To create complex action types the DSML has to provide constructs to model the hierarchical structure of these action types, a possibility for concatenating existing action types.

Eventually, the DSML should provide an easy-to-learn approach of creating new action types.

6 CONCLUSION AND OUTLOOK

Using the presented approach, the authors aim to develop a solution approach for modeling changes in DES models to describe actions in logistics networks. Therefore, the architecture of an existing DSS for logistics networks was extended with components for creating, storing and applying these changes. The complexity of creating possible actions is very high because complex actions can easily lead to thousands of changes to the underlying database. The authors introduced a concept to integrate a DSML to ease the process of creating new action types. Thus, the proposed modeling language serves as an abstraction layer. Furthermore, the authors identified constructs of the DSML in addition to a set of requirements for the language to fulfill the demands of simplifying this process. The authors laid the foundation for further research by presenting a generic concept of modeling, integrating and executing actions types in DES models for logistics networks.

The next steps regarding the presented research are the development and evaluation of the proposed DSML. Beyond this, on a larger scope, further research regarding DSML to describe changes in data models seem to be very interesting. Additionally, the integration and use of domain-specific information to improve the search for good action sets in the simheuristic framework seem promising.
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