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ABSTRACT
Generating simulation models is a knowledge intensive, time consuming, and error-prone task in implementing a simulator. The main purpose of this research was to find an easy, fast, and reliable way to generate simulation models and model library. To solve this problem, the Automatic Element Routine Generation System (AERO) is developed as an efficient way for automatic model development using domain specific automatic programming techniques. Behavioral and structural models are generated from Boolean equations, truth tables, HDL descriptions, schematic diagrams, or incomplete specifications. Results show that the system could greatly reduce the cost of simulation model generation for CAD systems and, consequently, reduce the design cycle considerably.

1 INTRODUCTION
It is clear that simulation, at various levels, is an essential and commonly used method for verifying the design of digital systems. A simulation model is a program code which represents the functional behavior of an element and is written in a simulator's target language. Simulation models are created and added into a simulator library. The performance of a simulator highly depends on the number of models in the model library and the efficiency of the models. Since a simulator can only simulate systems constructed of the primitives in the model library, if there are not sufficient models, a large system may not be handled by the simulator. Also, if the model is written in an inefficient way, the speed of the simulator is slow.

Therefore, it is very important to find an effective way for developing a model library as well as for generating efficient models. Until recently, simulation models were developed through a knowledge intensive design process which is time consuming and error prone. Additionally, it is not easy to predict the performance of functional elements. To overcome these difficulties, an automatic way of model generation is required. Over the life time of a simulation system, the development of the simulation model library is the largest programming effort. Therefore, automatic model generation is clearly necessary and very significant, since it has the potential of saving hundreds of man-years of code development.

The concept of automatic code generation of functional models was initially introduced in (Szygenda 1979). Several attempts (Han 1991, Yang 1991) have been made to apply domain specific programming techniques (Barstow 1985) in the automatic model generation area, with great ease, accuracy, and efficiency. Domain specific automatic programming techniques allow a user to describe programs using informal and imprecise terms of domain, and produce efficient and reliable programs.

In this research, to eliminate inefficiency of the previous works, a new simulation model generation system, called AERO (Automatic Element Routine Generation System), is developed. Also, the AERO can generate simulation models from various descriptions for various simulation algorithms such as logic, fault, error simulators. This system can be used either when developing new simulators or for upgrading existing simulators, as a model generation tool.

2 CONFIGURATION OF AERO
To implement efficient domain specific automatic programming techniques, the following must be carefully considered. Firstly, knowledge of the application domain must be kept in some form of rule base to guide the program synthesis. It can be classified into domain independent knowledge base about implementing code syntax and domain specific knowledge base about application domain. Secondly, the system must provide the efficient user interface to get specifications and knowledge. Thirdly, in order to handle the users' incomplete or imprecise specifications, the system must be capable of figuring out
the users’ intention.

To generate simulation models effectively, the following must be considered. Firstly, the system must generate high performance models since models affect the overall performance of a simulator. Secondly, the system must verify generated models, since the correctness of the models means the accuracy of a simulator. Thirdly, the system must generate models which can easily interface with various simulators, with minimal modification. Also, the system should generate concise models, in order to minimize the usage of memory. Finally, the generated models for sequential devices must have some mechanisms to allocate data for each instance of the element, including internal memory states.

Figure 1: Configuration of the AERO

The AERO (Automatic Element Routine Generation System) can automatically generate models from various descriptions, using domain specific automatic programming techniques. As shown in Figure 1, the AERO consists of several subsystems, i.e., Preprocessing Unit, Automatic Code Generation Unit, Model Verification Unit, Postprocessing Unit, Knowledge Base and Model Library. This system can generate models written in the C programming language from truth tables, boolean equations, schematics, and hardware description languages.

3 PREPROCESSING UNIT

Figure 2 shows a block diagram of the Preprocessing Unit. The Preprocessing Unit includes parsers and translators which have interactive user interface facilities.

From the schematic description, a net list is generated with the help of the OCT environment (Spickelmier 1989). A netlist can also be generated from the hardware description language, Simulation Automation System (SAS) Hardware Description Language (SHDL) (Kang 1991), Tegas Description Language (TDL), and VHDL. These descriptions are parsed, and passed onto the Netlist Generator, which generates the levelized netlists. SHDL and VHDL are also used to describe behavioral domain models.Parsed behavioral descriptions include control flows and equations.

When truth table descriptions, which are one of the easiest and most natural means to describe a reasonable size circuit, are entered, they are translated into internal data structures. If the Boolean equations, or the gate implementation, of a circuit is known, it is convenient to use equations to describe the circuit. These equations are translated into internal data structures.

Interactive user interface displays the existing models which can be used to construct new models, or to store the generated models and the corresponding model specification into the model library. By grouping similar models into the same class, users can derive the characteristics and transformation rules and attach them onto this class. This knowledge will be used by the incomplete information handler and the input verifier to complete the missing part of the input specification and to perform the consistency check. The series of questions are shown in Figure 3.

4 MODEL GENERATION UNIT

Using the information from the Preprocessing Unit, the Model Generation Unit (MGU) synthesizes models. From the synthesized models, it can generate 'C' models according to user's command. The structure of the MGU is shown in Figure 4.

The general simulation models can be classified into structural and behavioral models. A structural
1. What's the model group name?
2. What's the model name?
3. How many states are desired for this model? [2-10]
4. Do you want to specify bit representations?
5. What's the type of your input specification? [a-h]
   (a) truth table (b) boolean equations
   (c) schematics (d) TDL
   (e) behavioral SHDL (f) behavioral VHDL
   (g) structural SHDL (h) structural VHDL

Figure 3: Questionnaire of Interactive User Interface

model describes a circuit by connecting low level primitives. A behavioral model is used to describe the functional behavior of a circuit. This system can generate both structural and behavioral models. The simulation model consists of entity declarations, architectural bodies, and configuration declarations. An entity represents a part of a well-defined hardware design. An architecture specifies the relationship between the inputs and the outputs of a design entity, and a configuration specifies the binding of components to entities. With the information about input and output signal names, entity parts can be completed.

If the description is in the form of truth tables or Boolean equations, there are no primitives in the descriptions. However, 2 input AND, 2 input OR, and NOT gates are used to complete an 'architecture' part of structural C models. If the description is in the form of schematics or HDLs, then the information about primitives used in the descriptions is used for the structural models. The remainder of 'architecture' part is filled out using net list information, control flow information, and equation information which is synthesized using domain rules and given specifications.

According to the bit representations of a specific simulator, a signal modeler generates an enhanced table or equations. The signal modeler is used to dynamically customize AERO according to the user specified logic values and bit representations, so that the AERO process becomes very flexible in terms of generating models, which comply with various signal model-Is. For any k-valued signal model, k distinct logic values can be represented in the computer by sets of bits with at least \( \log_2 k \) bits in the set. For example, simulators like TEGAS use two word representations for three value simulation. Hence, two variables are used for each variable defined in the original truth table. Let us assume that we want to generate a simulation model for a two input AND gate, for three value logic: where the three state values are L, H, and X, for low signal value, high signal value and unknown value, respectively. The signal modeler may assign; bit0 = 0 and bit1 = 0 for L, bit0 = 0 and bit1 = 1 for H, and bit0 = 1 and bit1 = 1 for X. A C model based on the above bit assignments is shown in Figure 5.

```c
AND2(i, o)
int i[2][2], o[1][2];
{
    int a0, a1;
    int b0, b1;
    int c0, c1;
    a0 = i[0][0];
    a1 = i[0][1];
    b0 = i[1][0];
    b1 = i[1][1];
    c0 = (a0&b0);
    c1 = ((a1&b1)|(a1&b0)/gif(a0&b1));
    o[0][0] = c0;
    o[0][1] = c1;
}
```

Figure 5: 2 Input AND Model for 3 Values

For more accurate simulation, 5 logic values (0, 1, U, D, E) are usually used. To represent 5 value, 3 bits are used, where logic L is represented by bit pattern 000, logic H is represented by bit pattern 110, the state U (for signal going-up) is represented by bit pattern 010, the state D (for signal going-down) is represented by bit pattern 001, and the state E (for error or unknown value) is represented by bit patterns 011, 101, or 111. However, the encoding for the given value is not unique and the users should be able to decide on their own selections. A C model based on the above bit assignments is shown in Figure 6.

As an example, consider path delay fault sim-
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```c
OR2(i, o)
int i[2][3], o[1][3];
{
    int a0, a1, a2;
    int b0, b1, b2;
    int c0, c1, c2;

    a0 = i[0][0];
    a1 = i[0][1];
    a2 = i[0][2];
    b0 = i[1][0];
    b1 = i[1][1];
    b2 = i[1][2];
    c0 = (a0|b0);
    c1 = (a1|b1);
    c2 = ((~a0&b2)|(~a1&b2)|(a2&~b0)|(a2&~b1))
        (a2&b2)|(a0&~a1&b0&b1)|(~a0&a1&b0&~b1));
    o[0][0] = c0;
    o[0][1] = c1;
    o[0][2] = c2;
}
```

Figure 6: 2 input OR Model for 5 Values

```c
MUX21(i, o)
int i[3][2], o[1][2];
{
    int a0, a1, b0, b1, c0, c1, d0, d1;
    a0 = i[0][0];
    a1 = i[0][1];
    b0 = i[1][0];
    b1 = i[1][1];
    c0 = i[2][0];
    c1 = i[2][1];
    d0 = (~c0&b2)|(c0&b2);
    d1 = (~c1&b1)|(c1&b1);
    o[0][0] = d0;
    o[0][1] = d1;
}
```

Figure 7: 2-to-1 MUX for Delay Fault Simulation

5 MODEL VERIFICATION UNIT

When simulation models are automatically generated, it is necessary to verify the correctness of these models. Verification of models is accomplished in a similar fashion to the verification of design in that a simulator is used to verify new models. Some difficulty exists with respect to the determination of consistency among models at various levels.

Simulation at various levels is used in order to verify the correctness of models. The simulator can handle multi-level primitives according to the level of the primitives. The basic configuration is shown in Figure 8. From the given descriptions of models,

![Model Verification Unit Diagram](image-url)

expected behaviors are extracted and stored. This process is straightforward, to directly provide an environment for simulating a given model. If the user wants to see the results for each simulation pattern, they can be provided. If the user specifies the number of simulation patterns, then, according to the given number, the pattern set is generated. Also, if the user provides a simulation pattern set, it can be used for simulation. Then, according to the size of a described circuit, a random pattern set, or an exhaustive pattern set, may be generated by the pattern generator. Then, the simulation results are passed on to the comparator. After comparison, if all results are the same, the model is said to be correct. However, if any of results is not the same, an er-
ror message is provided and the simulation patterns in disagreement are provided to the user for further consideration.

6 MODEL LIBRARY AND KNOWLEDGE BASE

Model Library has several sub-libraries to store the same device using different levels of descriptions. The library handler is used to display all existing models and specifications. Also, it is used to place new specifications into the library. It stores and retrieves the circuit descriptions of various types and puts the generated models into the library. It is also used to link the structural models to their components and to add the generated elements to the specific simulators.

The Knowledge Base contains domain specific knowledge, used in model generation and verification. The knowledge stored in the Knowledge Base is classified into several categories including:

1) information about specific simulators, such as, logic values, memory state handling, how to call element routines, etc;
2) information about input descriptions, such as how to describe truth table specification, boolean equation specification, and HDLs; and
3) information about model verification.

7 POSTPROCESSING UNIT

The Postprocessing Unit generates an i/o interface for specific simulators. Since every simulator has its own way of using simulation models, the postprocessor should be capable of handling the variation. In order to do this, it requires various information about simulators, including; how to call an element routine, how to keep the state variables, etc. This information is stored in the Rule Base.

8 RESULTS

Using the AERO, many models were generated using ISCAS benchmark circuits (Brglez 1985). The results of model generation are shown in Table 1, including; circuit sizes, model generation times, number of simulation patterns, and simulation times. The circuit size is the number of gates, being assumed that the circuit was flattened into a gate level, if it is not at the gate level. Although model generation time increases according to the circuit size, the automatic model generation time is acceptable because of its speed and accuracy. For simulation purpose, 1024 random patterns were generated and used.

Simulation was performed using the generated models to prove their efficiency and accuracy. The 3 value parallel fault simulation results are shown in Table 2. These results are derived using the PAR-SIM simulator (Kang 1990). For these results, 1024 random patterns are used.

Also, the mixed level path delay fault simulation results are shown in Table 3. For these results, 1000 random path delay faults and 1024 random patterns are used for benchmark circuits (Brglez 1989). In the table, the number of detected paths for robust
test, strong non-robust test, and weak non-robust test, and simulation time for each circuit are represented.

As a final example, the design error simulation (Kang 1992) results are shown in Table 4. In the table, the number of design errors, simulation coverage metric, and simulation time for each circuit, are represented. For these results, 1024 random patterns are used.

<table>
<thead>
<tr>
<th>Circuits</th>
<th>Errors</th>
<th>SCM [%]</th>
<th>CPU [sec]</th>
</tr>
</thead>
<tbody>
<tr>
<td>c432</td>
<td>2489</td>
<td>97.90</td>
<td>2.15</td>
</tr>
<tr>
<td>c499</td>
<td>3012</td>
<td>98.24</td>
<td>3.60</td>
</tr>
<tr>
<td>c880</td>
<td>5171</td>
<td>98.36</td>
<td>6.73</td>
</tr>
<tr>
<td>c1355</td>
<td>7380</td>
<td>89.30</td>
<td>18.02</td>
</tr>
<tr>
<td>c1908</td>
<td>8775</td>
<td>94.21</td>
<td>10.43</td>
</tr>
<tr>
<td>c2670</td>
<td>13728</td>
<td>83.78</td>
<td>22.35</td>
</tr>
<tr>
<td>c3540</td>
<td>19130</td>
<td>94.88</td>
<td>38.75</td>
</tr>
<tr>
<td>c5315</td>
<td>33874</td>
<td>94.94</td>
<td>25.42</td>
</tr>
<tr>
<td>c6288</td>
<td>33472</td>
<td>92.46</td>
<td>33.67</td>
</tr>
<tr>
<td>c7552</td>
<td>38777</td>
<td>89.34</td>
<td>47.25</td>
</tr>
</tbody>
</table>

Table 4: Results of Design Error Simulation

These results show that automatic model generation is efficient, and the model generation time of the AERO is superior to that of experienced human programmers. Also, the results show that the generated models are efficient and accurate. If users are careful when writing the specifications, the generated code can approximate to the efficiency of the code written by a human programmer. Additionally, the generated models from the AERO can be used for various simulators.

9 CONCLUSION

The main purpose of this research was to find an easy, fast, and reliable way to generate simulation models and model libraries. To solve this difficult problem, a simulation model generation system using domain specific automatic programming techniques, is developed. The AERO can be used to construct simulation model libraries when developing new simulators or when upgrading existing simulators. The results prove that the time required to generate functional models is reduced considerably. In addition, since the designer needs not worry about the details of low level coding, the chance of errors in the design cycle can be significantly reduced. Therefore, this system could greatly reduce the cost of model generation for CAD systems and, consequently, could reduce the design cycle considerably.
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