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ABSTRACT: A brief look at the past, an examination of the present, and a forecast for where we are going in the fields of modeling and simulation are presented. Some of our major problems and difficulties are identified and several recommendations for improving the state of our art are discussed. The management techniques discussed provide for a powerful, systematic and repeatable approach toward extending the application of our field to large-scale systems of any kind.

1. THE PAST

During the first third of a century that the digital computer has existed we have founndered in an abyss of difficulties. A lack of understanding of computer modeling and simulation techniques coupled with little understanding of the software life cycle have led to monumental and costly failures. These problems, coupled with a management that had little (or no) digital computer background was frequently a deadly combination. Due to the lack of experience of the participants it was often impossible in the post-audit to identify the factor or factors which led to the failure. Even today, we still pay the penalty of working in a field which is more akin to art (witchcraft?) than a proven scientific discipline with a methodology guaranteeing a high probability of success. Thus, we have a small number of artisans with proven track records in consulting, industry, academia, and government who are generally successful, and a second group of simulation practitioners, large in number, who perhaps have not acquired the necessary skills and experience to achieve the success desired by the customer.

Against this background has evolved a body of knowledge which is rapidly bringing the trilogy of fields of management, software engineering, and simulation into perspective. Some of the problems (e.g., analysis and design approaches, coding and debugging techniques, simulation languages, mathematical and statistical methods) are becoming reasonably well-defined and relatively stable. On the other hand, we still face some rather irksome problems that will likely not be solved in less than ten to twenty years (cost and schedule estimating, testing, verification and validation methods, effective management and control techniques, establishing and measuring levels of fidelity, and effective communication and visibility means for describing what we do and how we do it to our team members, customers, and upper management.)

2. THE PRESENT

It is my opinion that we are beginning to emerge from the day of the craftsman and artisan. The transition has begun, but the evolution will be very slow. More and more managers are evolving from the software ranks, and though software-experienced personnel do not necessarily equate with good management, they will at least more fully appreciate software problems, be able to communicate the difficulties, and bring resources to bear on the real simulation obstacles. Today, as in the past, we see numerous papers, articles and books on various simulation applications. These writings are generally concerned with a highly specialized area, e.g., energy, health care, avionics, etc. Even when promoting a generalized approach, technique, or tool, the advocated method does not seem to reach a large audience because of lack of interest in the specialized application. We need to gather and collect these general methods in a central repository and make the information and tools available.
Today we are deluged with languages. Far more than we can ever use effectively, and unfortunately, many have little to recommend their use. It appears that in the mid-eighties even FORTRAN will be retrofitted with an event generation capability turning it into a simulation language of sorts. With the Department of Defense developing its own new language (ADA - to be released in the mid-eighties), which possesses both real and non-real-time capabilities modeled after SIMULA, the simulation practitioner is hard pressed to select a language from all the available languages. Many feel that in general, the specific language makes little difference in the end. There is also little doubt that in certain specific instances languages like GPSS, SIMSCRIPT, GAS, AGSL, etc., do make a difference in the ease and rapidity with which a particular project can be implemented. However, one wonders in the long-run, if a general-purpose procedural language incorporating something like GAS or SLAM might not ultimately be the best way to go because of the ease with which FORTRAN programmers can be found. Experienced GPSS and SIMSCRIPT users on the other hand have significant advantages in simulating certain types of applications and a person experienced in these languages can be a very valuable asset. With the difficulty of choosing a language today one wonders what will happen with the next update of FORTRAN and the release of ADA. I think we all agree that we have too many languages, and that it would be beneficial to examine them in depth and settle on one or two as the best of the lot.

On the management side we need to establish a step-by-step repeatable methodology to provide a systematic approach with a high degree of success. Table 1 lists a set of proven practices that have been shown to dramatically improve productivity and produce a more reliable product.

3. THE FUTURE

The repeatable simulation development process is beginning to emerge. Although, it is not finalized, the framework from which it will emerge is portrayed in Figure 1.

The simple fact is that digital simulations (and particularly large, multi-disciplinary simulation systems) are among the most complex intellectual activities ever undertaken by man. They demand firm management methodologies and strong discipline. The future holds the demand for larger, more complex, more sophisticated systems to be developed. These systems will be in the fields of social science, energy, economics, distributed systems, and adaptive programming, as well as the more conventional fields such as aerospace and computer system simulation. I believe that we will see the field of artificial intelligence make its greatest advances simulating human decision making with heuristic methods. On the horizon are new simulation languages, continued language enhancements, automated tools, powerful interactive executives, more real-time simulations and distributed simulations to provide rapid turnaround of large-scale multidisciplinary systems runs.

To attack these complex systems in an effective manner requires adherence to the modern software practices promoted by the software engineering advocates. Thus, a phased approach based on the software life-cycle (Figure 1) is imperative. The 40-20-40 rule should be fully understood. This rule states that 35 to 45 percent of the resources should be expended on analysis and design; 15 to 25 percent of the resources will be expended on coding and debugging; and 40 to 50% of the resources will be expended on testing.

The customers, analysts and designers must emphasize the development of easily understood and measureable requirements, plus an unambiguous design. Graphic aids including block diagrams should be used to facilitate development team understanding, as well as portraying the software approaches to the customer. Test procedures should be established during analysis and design so that the validity of the simulation can be determined. It should be easy to show the customer that the requirements are met and prove to him that the project has accomplished the goals.

Today, work should generally be of an interactive nature. Interactive executives have been developed which facilitate the setup, operation, and maintenance of a simulation. Several papers (see References on simulation tools) have been written describing these tools, and the trend is to include such capabilities as a part of a simulation language.

We must actively work in many areas to more fully promote and utilize our powerful tool to its full potential. We must define and understand the simulation life-cycle in detail. It must be recognized that the management techniques vary from life-cycle phase to life-cycle phase. We must limit the number of languages we use to a select few so that our capabilities become portable and useful to others. We need to significantly improve the whole field of testing, verification, and validation; and finally we need a system for making valid results credible to the customer who may not understand simulation.
There exist several major questions and problems which we still face and cannot hope to rectify easily in the near term. These are the following:

1. How do we determine the degree of fidelity for a specific real-world problem?
2. How do we know when we should use simulation techniques and when to use analytical tools?
3. How do we convince upper management that our simulation results are meaningful after we have convinced ourselves?
4. What is a unified theory for modeling and simulation?
5. Do we need more than one computer language for modeling and simulation?

4. SUMMARY AND CONCLUSIONS

The introduction of a very structured and repeatable framework for developing simulation models and simulation software is a major step forward. By subjecting the developmental roadblocks to scrutiny and defining a step-by-step methodology for broaching each difficulty, a powerful approach will be provided for extending the application of our field to any large-scale system. The capabilities and potential of our remarkable field have only been scratched; only through cost effective management techniques shall we achieve all the promises that the modeling and simulation techniques can provide in a way that satisfies the customers and users.

<table>
<thead>
<tr>
<th>TABLE 1</th>
</tr>
</thead>
<tbody>
<tr>
<td>MODERN SOFTWARE PRACTICES</td>
</tr>
<tr>
<td>○ Top down and structured methods</td>
</tr>
<tr>
<td>○ Strong management involvement</td>
</tr>
<tr>
<td>○ Written assignments to implementors</td>
</tr>
<tr>
<td>○ Emphasis on visibility</td>
</tr>
<tr>
<td>● Documentation First - (and Detailed)</td>
</tr>
<tr>
<td>● Software Architecture Drawings</td>
</tr>
<tr>
<td>● Interface Diagrams</td>
</tr>
<tr>
<td>● Data Dictionary</td>
</tr>
<tr>
<td>○ Formal reviews</td>
</tr>
<tr>
<td>○ Walkthroughs (egoless programming)</td>
</tr>
<tr>
<td>○ Test probes</td>
</tr>
<tr>
<td>○ Formal tests (unit, integration, system)</td>
</tr>
<tr>
<td>○ Configuration management and control</td>
</tr>
<tr>
<td>● Review team</td>
</tr>
<tr>
<td>● Master Library</td>
</tr>
<tr>
<td>● Requirements</td>
</tr>
<tr>
<td>● Design</td>
</tr>
<tr>
<td>○ Chief programmer team</td>
</tr>
</tbody>
</table>
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